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Before the middle of the 1940s,
computer operators “hardwired”
their programs
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* The early programmers realized that it would be a tremendous help
to use mnemonic symbols for the instruction codes and memory

locations, so they developed assembly language for this purpose.

.ORIG x3000 ; Address (in hexadecimal) of the first instruction
LD Rl, FEIRST ; Copy the number in memory location FIRST to register R1
LD R2, SECOND ; Copy the number in memory location SECOND to register R2
ADD R3, R2, R1 ; Add the numbers in R1 and R2 and place the sum in
; register R3
ST R3, SUM ; Copy the number in R3 to memory location SUM
HALT ; Halt the program
FIRST .FILL #5 ; Location FIRST contains decimal 5
SECOND .FILL #6 ; Location SECOND contains decimal 6
SUM .BLKW #1 ; Location SUM (contains 0 by default)

.END ; End of program
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* Programming language abstractions fall into two general categories:
data abstraction and control abstraction.

* Data abstractions simplify for human users the behavior and attributes of
data, such as numbers, character strings, and search trees.

e Control abstractions simplify properties of the transfer of control, that is, the
modification of the execution path of a program based on the situation at
hand. Examples of control abstractions are loops, conditional statements, and
procedure calls.

ink Tarst = 53
int second = 6;
int sum = first + second;



Data: Basic Abstractions

* Basic data abstractions in programming languages hide the internal
representation of common data values in a computer

* Another basic data abstraction is the use of symbolic names to hide
locations in computer memory that contain data values

* int x;



Data: Structured Abstractions

* The data structure is the principal method for collecting related data
values into a single unit.
* Array: int a[10];
* Record: ......



Data: Unit Abstractions

* In a large program, it is useful and even necessary to group related
data and operations on these data together. Typically, such
abstractions include access conventions and restrictions that support
information hiding.

* The unit abstraction is often associated with the concept of an abstract data
type, broadly defined as a set of data values and the operations on those
values.

e Classes in C++ and Java



Control: Basic Abstractions

* Typical basic control abstractions are those statements in a language
that combine a few machine instructions into an abstract statement
that is easier to understand than the machine instructions.

* SUM = FIRST + SECOND



Control: Structured Abstractions

e Structured control abstractions divide a program into groups of

int
for

instructions that are nested within tests that govern their execution.
They, thus, help the programmer to express the logic of the primary
control structures of sequencing, selection, and iteration (loops)

Iterator<String> iter = exampleList.iterator()
while (iter.hasNext())

sum = 0; System.out.println(iter.next () ) ;

(int 1 = 0; 1 < 10; i++){

int data = list[i];

if (data < 0)

data = -data;
sum += data;



Control: Structured Abstractions

* Procedure:

* This allows a programmer to consider a sequence of actions as a single action
that can be called or invoked from many other points in a program

function gcd(u, v: in integer) return integer is
begin
if v = 0
return u;
else
return gcd(v, u mod vVv) ;
end if;
end gcd;
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For example

int n=0;

grade = compute_grade[n];

while((grade<90)&&(n<number_of students)){
n++;

’

grade=compute_grade[n];
}
if (grade>=90)

cout <<“There is a student who got a score of “<<grade <<endl;
else cout <<“No student has a high score”
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likes(symbol, symbol)
friend(symbol, symbol)

clauses [*FRJBL, AFTBURT A 1S SRR U */
likes(bell,sports). [*RTAAT FEEE S/

likes(mary,music).

likes(mary,sports).

likes(jane,smith).

friend(john,X):-likes(X,sports),likes(X,music). [*AAT 2 R */
friend(john,X)
BATEE RN X=mary (marys&johnBI &)
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int sum=0;

int salary[100];
for index from 0 to 99 by 1 do
sum = sum+salary[index];

en d value H
(IUE

int sum=0;
int salary[100];
forindex=0to 99 by 1 do

:
- H . variable
sum = sum+salary[index];
o
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#include "stdio.h"
main(){
int x,y;
X=3;
V=X+(++X)+(++x);
printf("%d,%d",x,y);
}
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