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optimal substructure:
optimal solutions to a problem incorporate optimal solutions
to related subproblems, which we may solve independently.
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Activity Selection Problem

Suppose we have a set 5 = {a,,a,,...,a,}
of n proposed activities that wish to use a resource, such as a lecture hall, which
can serve only one activity at a time. Each activity a; has a start time s; and a finish
time f;, where 0 < s; < f; < o00. If selected, activity a; takes place during the
half-open time interval [s;, f;). Activities @; and a; are compatible if the intervals
[s;, f;) and [s;, f;) do not overlap. That is, a; and a; are compatible if 5; > f;
or 5; > f;. Inthe activity-selection problem, we wish to select a maximum-size
subset of mutually compatible activities.
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[t we denote the size of
an optimal solution for the set S;; by c[i, j], then we would have the recurrence

cli,j] =cli,k] +clk,j] + 1.
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Greedy by intuition:

Intuition suggests that we should choose an activity that leaves the
resource available for as many other activities as possible. Now, of the
activities we end up choosing, one of them must be the first one to
finish. Our intuition tells us, therefore, to choose the activity in S with
the earliest finish time, since that would leave the resource available
for as many of the activities that follow it as possible.



Activity Selection: the Idea
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Consider any nonempty subproblem Sk, and let a,, be an activity in S¢ with the
earliest finish time. Then a,, 1s ncluded in some maximum-size subset of mutually
compatible activities of S.
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Proof Let A; be a maximum-size subset of mutually compatible activities in Sk,
and let a; be the activity in A; with the earliest finish time. If a; = a,,, we are
done, since we have shown that a,, 1s in some maximum-size subset of mutually
compatible activities of Sk. If a; # am, letthe set A, = Ax —{a;} U {am} be Ai
but substituting a,, for a;. The activities in A; are disjoint, which follows because
the activities in Ay are disjoint, a; is the first activity in Ay to finish, and f,, < f;.
Since |A}| = |Ag|, we conclude that A) is a maximum-size subset of mutually
compatible activities of Sk, and it includes a,,. O
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RECURSIVE-ACTIVITY-SELECTOR (s, f,k,n)
| m=k+1

2 whilem < nand s[m] < f[k] // find the first activity in Sy to finish
3 m=m+ 1 TTAE: P RAE S E 3 5 A B T HE A

4 iftm<n

5 return {a,,} U RECURSIVE-ACTIVITY-SELECTOR (s, f,m,n)
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RECURSIVE-ACTIVITY-SELECTOR (s, f,0,n)



The procedure RECURSIVE-ACTIVITY-SELECTOR 1s
almost “tail recursive” : 1t ends with a recursive call to itself
followed by a union operation. It 1s usually a straightforward
task to transform a tail-recursive procedure to an iterative
form; 1n fact, some compilers for certain programming
languages perform this task automatically.
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GREEDY-ACTIVITY-SELECTOR (s, f)
1 n = s.length

2 A={aj

3 k=1

4 form = 2ton Iﬁiﬂ]mg

5 if k
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8 return A
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How can we tell whether a greedy algorithm will solve a particular
optimization problem? No way works all the time, but the greedy-
choice property and optimal substructure are the two key
ingredients. If we can demonstrate that the problem has these properties,
then we are well on the way to developing a greedy algorithm for it.
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The first key ingredient 1s the greedy-choice property: we can assemble a globally
optimal solution by making locally optimal (greedy) choices. In other words, when
we are considering which choice to make, we make the choice that looks best in
the current problem, without considering results from subproblems.
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ranfErrmiopl+: Optimal substructure tells us that if a,
15 1n the optimal solution, then an optimal solution to the original problem consists
of activity @, and all the activities in an optimal solution o the subproblem §,.



Greedy vs. Dynamic Programming
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Frequency (in thousands) 45 13 12 16 9 5
Fixed-length codeword 000 001 010 O11 100 101
Variable-length codeword 0 101 100 111 1101 1100
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B(T)= Z(‘.freq -dr(c)

ceC
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Huffman Code
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HUFFMAN(C)

| n=|C|

2 D= G Q A — A/ IMELEIAT
3 fori =1ton—1

4 allocate a new node z

5 z.left = x = EXTRACT-MIN(Q)

6 z.right = y = EXTRACT-MIN(Q)

7 z.freq = Xx.freq + y.freq

8 INSERT(Q, )

9 return EXTRACT-MIN(Q)  // return the root of the tree

To analyze the running time of Huffman’s algorithm, we assume that Q is im-
plemented as a binary min-heap (see Chapter 6). For a set C of n characters, we
can initialize Q in line 2 in O(n) time using the BUILD-MIN-HEAP procedure dis-
cussed in Section 6.3. The for loop in lines 3-8 executes exactly n — 1 times, and
since each heap operation requires time OQ(lg n), the loop contributes O(nlgn) to
the running time. Thus, the total running time of HUFFMAN on a set of n charac-
ters is O(nlgn).
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Let C be an alphabet in which each character ¢ € C has frequency c¢.freg. Let
x and y be two characters in C having the lowest frequencies. Then there exists

an optimal prefix code for C in which the codewords for x and y have the same
length and differ only in the last bit
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a b X b X y
B(T)— B(T")
= Z c.freq -dr(c)— Z c.freq - dr/(c)
ceC ceC

= X.freq-dr(x)+ a.freq-dr(a) — x.freq-dr(x)— a.freq - dr:(a)
= X.freq-dr(x)+ a.freq-dr(a) — x.freq-dr(a) —a.freq - dr(x)
= (a.freq — x.freq)(dr(a) — dr(x))
> 0,
Exchanging y and b does not increase the cost, and so B(T") — B(T") is nonnega-
tive. Therefore, B(T") < B(T'), and since T is optimal, we have B(T') < B(T").
which implies B(T") = B(T). Thus, T" is an optimal tree .
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Let C be a given alphabet with frequency c.freq defined for each character ¢ € C.
[et x and y be two characters n C with minimum frequency. Let C’ be the
alphabet C with the characters x and y removed and a new character z added,
o that C' = C — {x,y} U {z}. Define f for C' as for C, except that
z.freq = x.freq + y.freq. Let T' be any tree representing an optimal prefix code
for the alphabet C’. Then the tree T, obtained from T by replacing the leaf node
for z with an intenal node having x and y as children, represents an optimal prefix
code for the alphabet C.




e For each character ¢ € C — {x, y}, we have that dr(c) = dp/(c), and hence
IR . , , , , | |
c.freq - dr(c) = c.freq - dr:(c). Since dr(x) = dr(y) = dr/(z) + 1, we have
x.freq-dr(x) + y.freq-dr(y) = (x.freq+y.freq)(dr(z) +1)
= Z.freq -dp/(2) + (x.freq + y.freq) ,

B1. B(T) = B(T') + x.freq + y.freq
We now prove the lemma by contradiction. Suppose that T does not repre-

sent an optimal prefix code for C. Then there exists an optimal tree 7" such that
B(T") < B(T). Without loss of generality (by Lemma 16.2), T” has x and y as
siblings. Let 7" be the tree 7" with the common parent of x and y replaced by a
leaf z with frequency z.freq = x.freq + y.freq. Then
B(T") = B(T")—x.freq— y.freq

< B(T)—x.freq— y.freq

= B(T").
yielding a contradiction to the assumption that 7’ represents an optimal prefix code
for C'. Thus, T" must represent an optimal prefix code for the alphabet C. o
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